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Abstract—We propose a new approach for distributed opti-
mization based on an emerging area of theoretical computer
science – local computation algorithms. The approach is fun-
damentally different from existing methodologies and requires
far less communication to compute the solution to a convex
optimization problem than existing techniques. We develop an
algorithm, LOCO, that given a convex optimization problem P
with m variables and a sparse linear constraint matrix with
n constraints, provably finds a solution as good as that of the
best online algorithm for P . Each node computes its own part of
the solution using O(log(n+m)) messages with high probability.
LOCO is robust to link failures and adaptive to dynamic settings.
In addition to analytic results, we show numerically that the per-
formance improvements over classical approaches for distributed
optimization are significant. LOCO uses orders of magnitude less
communication than existing distributed algorithms.

I. INTRODUCTION

The goal of this paper is to introduce a new, fundamentally
different approach to distributed optimization based on an
emerging area of theoretical computer science – local com-
putation algorithms (LCAs) [1]. This work, for the first time,
imports techniques from LCAs into the domain of distributed
convex optimization. The approach allows a large family of
problems to be solved using far less communication than
existing techniques require.

There are a wide variety of approaches for distributed
optimization, which broadly fall into the categories of dual
decomposition [2]–[4], primal decomposition [5], [6], and
consensus algorithms [7], [8]. See [9], [10] for a survey.

While these approaches are distributed, they are not local.
A local algorithm is one where a query about a small part of
a solution to a problem can be answered by communicating
with only a small neighborhood around the part queried.1

Neither dual decomposition nor consensus methods are local:
answering a query about a piece of the solution requires global
communication. Despite the significant work on distributed
algorithms for optimization, the problem of designing a dis-
tributed, local optimization algorithm is open.

This work introduces an algorithm, LOCO, (LOcal Convex
Optimization) that is both distributed and local. It requires
only a small amount of local communication, in contrast to
dual decomposition and consensus methods which require
global communication. While global dependencies exist in

1Local is an overloaded term in the literature. We refer to local in the sense
of [1]. See Subsection I-B for a more comprehensive definition and example.

the problem, our method enables us produce a high quality
solution while only observing local dependencies. Despite
requiring little communication, LOCO returns a solution that
is close to optimal. We provide worst-case guarantees on the
performance of LOCO with respect to the relative error and
communication complexity.

We consider general convex covering or packing problems
with linear constraints. Many problems in networked control
fall into this framework. Settings where multiple, distributed,
cooperative agents need to solve an optimization problem to
control a networked system are numerous and varied. Ex-
amples include management of content distribution networks
and data centers [11], [12], communication network protocol
design [13]–[15], trajectory optimization [16], [17], formation
control of vehicles [18], [19], sensor networks [20], [21],
control of power systems [22], [23], and management of
electric vehicles and distributed storage devices [24], [25].

We demonstrate LOCO’s performance on a canonical
convex optimization problem: network utility maximization
(NUM). This problem is a powerful tool for the design of dis-
tributed control policies [13], [26], [27]. The NUM framework
represents a control problem as a convex optimization problem
and seeks to maximize the aggregate utility of the individual
agents in the network. The utility functions of the agents can
be chosen in order to ensure maximal throughput, proportional
fairness, etc., as desired; see Section II for an overview. NUM
emerged in the context of the design of source rate control in
communication networks [13], [15], but has since been applied
in a wide array of applications, including optimization across
layers of communication protocol [27], [28], market design
and demand response in power systems [29], [30].

The nature of the NUM problem and the applications
mentioned above illustrate how well suited local computation
methods are for distributed optimization. For example, it
would be highly desirable that any local failure in a network
effect only part of an algorithm’s execution. With LOCO, this
is true; failures only affect a small number of nodes in the
neighborhood of the failure. In comparison, if a node in a
distributed system goes offline while a dual decomposition
algorithm is executing, the whole process is brought to a
halt. LOCO offers a robustness to network failures on a scale
that even decomposable algorithms like alternating method of
multipliers (ADMM) do not. Similarly, lag in a single edge
affects the computation of the entire solution in the former



setting, while most computations are not affected when the
computations are local. For example, consider Figure 1(a). If
the solution at source 1 is required, the only other sources
involved in the calculation are 2 and 3. If a dual decomposition
method was used, all the nodes in the graph would be involved
in the calculation of source 1’s part of the solution.

Another advantage of local computation is that it makes the
system robust to dynamic changes in the network. An arrival
of a new node in the network requires recomputing the entire
solution if the algorithm is not local, but requires only a few
local messages and computations if the algorithm is local. In
Figure 1(a), if source 4 is a newly arrived node, LOCO does
not need to recompute the solution to source 1, but existing
methods would require a recomputation of all the nodes.

A. Summary of Contributions

Our results are the following.
1) We develop an algorithm, LOCO, that is both distributed

and local, to solve general convex covering or packing
problems with linear constraints in a distributed manner.

2) We provide worst-case guarantees on the performance of
LOCO with respect to the relative error and the number
of messages it requires. Given a convex optimization
problem P with m variables and a sparse linear con-
straint matrix with n constraints, LOCO provably finds
a solution as good as that of the best online algorithm
for P . Each node computes its own part of the solution
using O(log(n+m)) messages with high probability.

3) We apply LOCO to a canonical optimization problem:
network utility maximization, and demonstrate numeri-
cally that the performance improvements over classical
approaches for distributed optimization are significant.

Due to space restrictions, we only consider the variant of
NUM that maximizes throughput, which amounts to solving
a distributed linear program. We focus on this case because
it is particularly well-studied and, in addition, the objective
function is linear, which in many cases is known to produce the
worst performance guarantee for online convex optimization
problems [31], [32]. In order to compare LOCO with exist-
ing methods, we perform a numerical experiment comparing
LOCO and ADMM. Other comparison methods are possible,
which we discuss in Section II. We show that LOCO requires
orders of magnitude less communication than ADMM.

B. Related literature

The key idea behind LOCO is an extension of recent
results on local computation algorithms. The LCA model
was formally introduced by Rubinfeld et al. [1], after many
algorithms within the framework had recently appeared in
distinct areas, e.g., [33]–[35]. LCAs have received increasing
attention in the years that followed as the importance of local,
distributed computing has grown with the increasing scale of
problems in distributed systems, the Internet of Things, etc.

Much of the focus of LCAs has, to this point, been on
graph problems such as matching, maximal independent set,
and coloring [36]–[39]. This paper extends the LCA literature

by moving from graph problems to general optimization
problems, which have not been studied in the LCA community
previously.

In particular, a key insight of the field is that online
algorithms can be converted into local algorithms in graph
problems with bounded degree (e.g., [38], [40]). Mansour et
al. [40] showed a general reduction from LCAs to online
algorithms on graphs with bounded degree. The key technical
contribution of our work is extending this technique to design
LCAs for convex programs.

The main idea behind LCAs is to compute a piece of the
solution to some algorithmic problem using only information
that is close to that piece of the problem (as opposed to the
complete global solution). More concretely, an LCA receives
a query and is expected to output the part of the solution
associated with the query. For example, an LCA for maximal
matching would receive as a query an edge, and its output
would be “yes/no,” corresponding to whether or not the edge
is part of the required matching. The two requirements are (i)
the replies to all queries are consistent with the same solution,
and (ii) the reply to each query is “efficient,” for some natural
notion of efficient.

For graph problems studied within the LCA framework, effi-
ciency criteria are typically the number of probes to the graph,
the running time and the amount of memory required [41]. In
contrast to previous work whose primary focus was probe,
time and space complexities, the efficiency criterion we use is
the number of messages or communication required, as this is
usually the expensive resource in distributed computing.

Distributed optimization is a field with a long history.
Beginning in the 1960s, approaches emerged for solving
large scale linear programs in a distributed manner. Early
approaches by Benders [3], Dantzig and Wolfe [4], [42],
and Everett [2], developed the ideas of dual decomposition.
These approaches can be generalized to nonlinear optimization
via the subgradient method [6], [43], [44]. Other approaches
include primal decomposition [5], [6], and consensus-based
schemes [7], [8], [10]. The application of these techniques to
NUM problems came with [13], [26], which apply the idea of
dual decomposition to NUM.

II. NETWORK UTILITY MAXIMIZATION

In order to illustrate the application of local computation
algorithms to distributed optimization, we focus on the classic
setting of network utility maximization (NUM). The NUM
framework is a general class of optimization problems that
has seen wide-spread application to distributed control in
domains from the design of TCP congestion control [13]–
[15], [26] to understanding of protocol layering as optimization
decomposition [27], [28] and power system demand response
[29], [30]. For a recent survey, see [45].

A. Model

The NUM framework considers a network containing a set
of sources S = {1, . . . ,m} and links L = {1, . . . , n} of
capacity cj , for j ∈ L. Source i ∈ S is characterized by



(Li, fi, xi, x̄i): a path Li ⊆ L in the network; a concave
utility function fi : R+ → R; and the minimum and maximum
transmission rates of source i.

The goal is to maximize the sources’ aggregate utility.
Source i attains a concave utility fi(xi) when it transmits at
rate xi along path Li, within the minimum and maximum rates
allowed. The maximization of aggregate utility is formulated
as follows,

max
x

m∑
i=1

fi(xi)

subject to ATx ≤ c
x ≤ x ≤ x̄,

where A ∈ Rm×n+ is defined as Aij = 1 if j ∈ Li and
0 otherwise. Choices of fi correspond to different network
goals. For example, setting fi(xi) = xi maximizes throughput;
fi(xi) = log(xi) achieves proportional fairness; fi(xi) =
−1/xi minimizes potential delay; these are common goals in
communication network applications [26], [46].

Our complexity results hinge on the assumption that the
constraint matrix A is sparse. The sparsity of A is defined
as max{α, β}, where α and β denote the maximum number
of non-zero entries in a row and column of A respectively.
Formally, we say that A is sparse if the sparsity of A is
bounded by a constant. This assumption usually holds in
network control applications since α is the maximum number
of sources sharing a link, which is typically small compared to
m, and β is the maximum number of links each source uses,
which is typically small compared to m.2

B. Distributed Algorithms for Network Utility Maximization

Given the NUM formulation above, the algorithmic goal
is to design a protocol that efficiently finds an approximately
optimal solution. If the network is huge, it is often beneficial
to distribute the solution, as performing the entire computation
on a single machine is too costly [15], [48].

There is a large body of work within the networked
control and communication networks literature that seeks to
design distributed optimization algorithms [13], [14], [27].
Dual decomposition algorithms are particularly prominent in
this setting. However, many such methods require a strictly
concave objective function [26], and cannot be applied to the
case of throughput maximization, i.e., linear fi, when NUM is
a linear program. In this paper we focus on the case of through-
put maximization because in many cases linear objectives
produce the worst performance guarantee for online convex
optimization problems [31], [32]. One prominent algorithm
that does apply in the case of throughput maximization is
ADMM, which was introduced by [49] and has found broad
applications in e.g., denoising images [50], support vector
machine [51], and signal processing [52]–[54]. As a result, we

2When α is large, many links will be congested and all sources will
experience greater delay, the routing protocol (IP) will start using different
links; also, due to the small diameter of the Internet graph [47], β is small
compared to m.
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Fig. 1: An illustration of LOCO on a toy graph with five
nodes. There are four sources, associated with primal variables
x1, x2, x3, x4, whose paths end in destinations t1, t2, t3, t4 re-
spectively. There are four links, associated with dual variables
y1, y2, y3, y4. The graph is depicted in (a); the constraint ma-
trix for NUM is given in (b); the bipartite graph representation
of the matrix in (c); and the dependency graph in (d). The
rank of each primal variable (source) is written in the node
representing the variable in the dependency graph. Shaded
nodes represent the query set S(x1) for source 1.

use ADMM as a benchmark for comparison in this paper. For
completeness, the application of ADMM to NUM is described
in the extended version of this paper [55].

C. Performance metrics

Distributed algorithms for NUM should perform well on
two measures. The first is message complexity: the number of
messages that are sent across links of the network in order to
compute the solution. When the algorithm uses randomization,
we want the message complexity to hold with probability at
least 1− 1

mγ , where where m is the number of vertices in the
network and γ > 0 can be an arbitrarily large constant. We
denote this by 1 − 1

polym . We do not bound the size of the
messages, but note that in both our algorithm and ADMM the
message length will be of order O(logm).

The second is the approximation ratio, which measures the
quality of the solution provided by the algorithm. Specifically,
an algorithm is said to γ-approximate a maximization problem
if its solution is guaranteed to be at least OPTγ , where OPT is
the value of the optimal solution. If the algorithm is random-
ized, the approximation ratio is with respect to the expected
size of the solution. We will compare the performance of
LOCO with iterative algorithms such as ADMM, for which
approximation ratio is not a standard measure. Thus in our
empirical results, comparison with the optimal solution is
made using relative error, defined in Section IV-A, which is
related to but slightly different from the approximation ratio.

III. LOCAL CONVEX OPTIMIZATION

In this section, we introduce our local algorithm for dis-
tributed convex optimization, LOcal Convex Optimization
(LOCO). In LOCO, every source in the network computes



its portion of a near optimal solution using a small number
of messages, without needing global communication. This is
in contrast to decomposition methods, e.g. ADMM, which are
global; they spread information necessary to find an optimal
solution throughout the whole network over a series of itera-
tions. LOCO has provable worst-case guarantees on both its
approximation ratio and message complexity, and improves on
the communication overhead of global decomposition methods
by orders of magnitude in practice.

A. An overview of LOCO

The key insight in the design and analysis of LOCO is that
any natural3 online optimization algorithm can be converted
into a local, distributed optimization algorithm. Note that the
resulting distributed algorithm is for a static problem, not
an online one. Further, after this conversion, the distributed
optimization algorithm has the same approximation ratio as
the original online optimization algorithm. Thus, given an
optimization problem for which there exist effective online
algorithms, these online algorithms can be converted into
effective local, distributed algorithms.

More formally, to reduce a static optimization problem to
an online optimization problem, we do the following. Let V
be the set of variables of an optimization problem P . Let
r : V → [0, 1] be a ranking function that assigns each
variable xi a real number between 0 and 1, uniformly at
random. We call r(xi) xi’s rank. Suppose that there is some
online algorithm ALG that receives variables sequentially and
must augment the current set of variables so as to satisfy all
constraints. Suppose furthermore that for each variable xi, we
find a small set of variables S(xi) (which we call xi’s query
set) that arrived before it. We can think of S(xi) as a localized
neighborhood around xi, or source i. Then, restricting the set
of variables of P to S(xi) results in ALG producing exactly
the same solution for the variables that are present in the
constraints involving the variables in S(xi). This is precisely
what our algorithm does: it generates a random order of arrival
for the variables, and for each variable xi, it constructs a set
S(xi) and simulates the online algorithm on it. An arbitrary
ordering could mean that these sets are very large for some
variables; to bound the size of these sets, we require that the
constraint matrix of P is sparse and that the order generated
is random. Pseudo-random orders suffice [38].

Concretely, there are two main steps in LOCO. In the first,
LOCO generates a localized neighborhood for each variable or
source. In the second, LOCO simulates an online algorithm on
the localized neighborhood. Importantly, the first step is inde-
pendent of the online algorithm, and the second is independent
of the method used to generate the localized neighborhoods.
Therefore, we can think of LOCO as a general methodology

3We require that the online algorithm have the following characteristic:
knowing the output of the algorithm for the “neighbors” of a query q that
arrived before q is sufficient to determine the output for q. We omit this
technicality from the theorem statements as the online algorithm we use, and
indeed all online algorithms for convex optimization that we are aware of, have
this property. For a more in-depth discussion, we refer the reader to [38].

that can yield a variety of algorithms. For example, we can
use different online algorithms for the second step of LOCO
depending on whether we consider a linear NUM problem or a
strictly convex NUM problem. More specifically, the two steps
work as follows and are described in Algorithm 1 below.

Step 1) Generating a localized neighborhood: For clarity,
we break the first step into three sub-steps, see also Figure 1.

Step 1a) Representing the constraint matrix as a bipartite
graph: A boolean matrix A can be represented as a bipartite
graph G = (L,R,E′) as follows. Each primal packing vari-
able xi, or equivalently each column of AT which correspond
to the sources in NUM, is represented by a vertex vi ∈ L.
Each dual covering variable yj , which correspond to the links
in NUM, by a vertex vj ∈ R. An edge (vi, vj) is in E′ if and
only if Aij = 1. Intuitively, edges represent which variables
appear in which constraints. Note that the maximum degree
of G is exactly the sparsity of A.

Step 1b) Constructing the dependency graph: We con-
struct the dependency graph H = (V,E) as follows. The
vertices of the dependency graph are the vertices of L; an
edge exists between two vertices in H if the corresponding
vertices in G share a neighbor. Intuitively, H represents the
“direct dependencies” between the primal variables; changing
the value of any variable immediately affects all constraints in
which it appears. The maximum degree of H is upper bounded
by the square of the sparsity of A.

Step 1c) Constructing the query set: In order to build
S(xi), the query set of xi, we generate a random ranking
function on the vertices of H , r : V → [0, 1]. Given the
dependency graph H and the ranking function r, we build the
query set using a variation of BFS on the vertices in H as
follows.

Initialize sets S = T = {xi}. Scan all of xi’s neighbors
and add them to both S and T . Now repeat the following
iteratively: for every vertex v ∈ T , scan all of v’s neighbors,
denoted N(v). For each w ∈ N(v), if r(w) ≤ r(v), add w
to S and to T . Once all of v’s neighbors have been checked,
remove v from T . Set T is used to keep track of vertices in
the BFS that have been added to the query set, but whose
neighbors have yet to been checked. Continue iteratively until
T is empty; no more vertices can be added to S (that is, for
every vertex v ∈ S all of its neighbors that are not themselves
in S have lower rank than v). If there are ties (i.e., two
neighbors w, v such that r(w) = r(v)), we tie-break by ID.
Any consistent tie breaking rule suffices [38].

Step 2) Simulating the online algorithm: Assume that we
have an online algorithm for the problem that we would like
to solve. We will internally simulate the execution of an online
algorithm, where we assume that the columns of AT and
components of the cost function, or equivalently the variables
xi, arrive online, in the order determined by the ranking func-
tion r. The NUM problem is a concave packing maximization



problem, so we require an online packing algorithm.4 In this
paper we use the online packing algorithm of Buchbinder and
Naor [56, chapter 14], for which we provide the pseudocode in
Appendix A. Depending on the type of optimization problem,
various other online algorithms are well suited [57], [58].

In order to compute the value of xi, source i considers its
query set, S(xi). The online algorithm solves a problem that
consists of only the variables contained in S(xi) along with
all the constraints in which those variables appear. For clarity,
call matrix ÂT ∈ Rn×|S(xi)| the matrix containing only the
columns of AT that correspond to the variables in S(xi). The
algorithm will have |S(xi)| iterations in total. Note that the
univariate non-negativity constraints do not arrive online and
are known initially.

At each step of the algorithm, a new variable xk, or equiva-
lently the k-th new column of ÂT and the k-th component of
the cost function, arrive online. The result will be a solution
for all the variables contained in S(xi). We return only the
component corresponding to xi. Claim 4 below shows that
xi’s value is identical to its value if the online algorithm was
executed on the entire program, with the variables arriving in
the order defined by r. In order to compute the entire solution
x ∈ Rm, the above steps are taken for all sources.

B. Analysis of LOCO

Our main theoretical result shows that LOCO can compute
solutions to convex optimization problems that are as good as
those of the best online algorithms for the problems using
very little communication. We then specialize this case to
throughput maximization in NUM. While we focus on NUM
in this paper, the following theorem and its proof applies
to a wider family of problems as well. Specifically, the
conversion from online to local outlined below can be used
more broadly for any class of optimization problems for
which effective online algorithms exist. Thus, improvements
to online optimization problems immediately yield improved
local optimization algorithms.

Theorem 1. Let P be a problem with a concave objective
function and linear inequality constraints, with m variables
and n constraints, whose constraint matrix has sparsity σ.
Given an online algorithm for P with competitive ratio
h(n,m), there exists a local computation algorithm for P with
approximation ratio h(n,m) that uses 2O(σ2) log (n+m)
messages with probability 1− 1/poly(n,m).

In particular, we have the following result, for NUM with
a linear objective function.

Theorem 2. Let P be a throughput maximization problem with
m variables, n constraints, and a sparse constraint matrix.
LOCO computes an O(log n) – approximation to the optimal
solution of P using O(log(n+m)) messages with probability
1− 1/ poly(n,m).

4Our framework applies to both packing maximization problems and the
dual covering minimization problem. We require an online algorithm that can
solve either problem. In the case of covering problems, constraints arrive
online, and in the case of packing, variables arrive online.

Proof of Theorem 2. Theorem 1, the the following Claim 4
and Lemma 5, setting B = 2 log(1 + n), imply Theorem 2.

Algorithm 1: LOCO (LOcal Convex Optimization)

Input: AT ∈ Rn×m, f ∈ Rm, c ∈ Rn

Step 1a) Construct bipartite graph G = (L,R,E′):
• vertices vi ∈ L for i = 1...m correspond to primal packing

variables xi (sources; columns of AT )
• vertices vj ∈ R for j = 1...n correspond to dual covering

variables yj (links)
• an edge (vi, vj) is in E′ if and only if Aij = 1

Step 1b) Construct dependency graph H = (V,E):
• vertices V = L
• add edges as follows:
for ∀vi, vk ∈ L do

E ← (vi, vk) if ∃{w : w ∈ N(vi) and w ∈ N(vk)}

Step 1c) Construct S(xi), the query set of xi:
• Generate a random ranking function on the vertices of H ,
r : V → [0, 1]

• Initialize S = T = {xi} and in the dependency graph H ,
∀v ∈ N(xi), if r(v) < r(xi), then S ← v, T ← v

while T is nonempty do
for ∀v ∈ T do

for ∀w ∈ N(v) do
if r(w) < r(v) then

S ← w, T ← w, T ← T \ v

Step 2) Run an online algorithm to solve for xi.

• Let matrix ÂT ∈ Rn×|S(xi)| be the matrix containing only
the columns of AT that correspond to variables in S(xi).

for k = 1...|S(xi)| do
kth column of ÂT and fk arrives
xk ← onlineAlgorithm(ÂT , fk)

The approximation ratio in Theorem 2 comes from the on-
line algorithm presented and analyzed in [56] (see Lemma 5).
The analysis of the online algorithm is for adversarial input;
therefore it is natural to expect LOCO to achieve a much better
approximation ratio in practice, as LOCO randomizes the order
in which the constraints “arrive”. It is an open question to
give better theoretical bounds for stochastic inputs, and if
such results are obtained they would immediately improve the
bounds in Theorem 2.

The core technical lemma required for the proof of Theo-
rem 1 is the following.

Lemma 3. Let G = (V,E) be a graph whose degree is
bounded by d and let r : V → [0, 1] be a function that
assigns to each vertex v ∈ V a number between 0 and 1
independently and uniformly at random. Let Tmax be the size



of the largest query set of G: Tmax = max{|Tv| : v ∈ V }.
Then, for λ = 4(d+ 1),

Pr[|Tmax| > 2λ · 15λ logm] ≤ 1

m2
.

The proof of Lemma 3 uses ideas from a proof in [38],
and employs a quantization of the rank function. Its proof
is deferred to the extended version of the paper [55]. The
following simple claim implies that the approximation ratio
of LOCO is the same as that of the online algorithm.

In addition to Lemma 3, the following claim and technical
lemma are needed to complete the proof of Theorem 2.

Claim 4. For any source i, the value of xi in LOCO’s output
is identical to its value in the output of the online algorithm.

Proof. We present a proof by induction. Variables arrive in
the order determined by r. For the base case, the variable with
the smallest rank clearly has the same value in LOCO and in
the online algorithm. For the inductive step, call xi’s rank ri.
Assume that the values of all of the variables whose rank is at
most ri−1 is the same under LOCO and the online algorithm.
Then by the inductive hypothesis, all of the neighbors of xi in
the dependency graph whose ranks are less than ri have the
same value under LOCO and the online algorithm. Variables
with ranks less than ri are the only values that the online
algorithm uses to set the value of xi. Hence, xi will be set to
have the same value as it would have if the online algorithm
were used to solve the original problem with all m variables.

The following lemma is a restatement of Theorem 14.1
in [56], adapted to throughput maximization.

Lemma 5. For any B > 0, there exists is a B-competitive
online algorithm to linearly-constrained NUM with n con-
straints; each constraint is violated by a factor at most
2 log(1+n)

B .

C. Contrasting LOCO and ADMM

LOCO fundamentally differs from dual ascent and dual de-
composition methods. Dual ascent methods iterate until global
optimality conditions are met. In order to check for global op-
timality, dual decomposition methods such as ADMM require
communication amongst all nodes in the distributed network
at each iteration.

LOCO operates in a completely different way. Once a node
gets information about its query set, the node performs a
local computation, only interacting with nodes in its query
set. LOCO executes for a predetermined number of iterations,
which is the size of the query set. This is in contrast to
ADMM; the number of iterations required is unknown a priori.

While LOCO does not compute the optimal solution, dual
decomposition style approaches will eventually converge to
the true optimal. However, LOCO will be near-optimal, as
we prove analytically above. The proven analytical bounds
for LOCO are based on worst-case adversarial input. We
show in Section IV-B that our empirical results outperform

the theoretical guarantees by a considerable margin. This is
partly because the ranking is done randomly rather than in an
adversarial fashion. We elaborate on this in Section IV.

Note that there is a difference in the form of the theoretical
guarantees for LOCO and dual ascent algorithms. Dual ascent
algorithms have global convergence rate guarantees. There is
no notion of global convergence in LOCO because each node
computes its own solution independently of the others. Instead,
LOCO has guarantees in terms of the approximation ratio.

IV. CASE STUDY

Here we present the results of a simulation study demon-
strating the empirical performance of LOCO on both synthetic
and real networks. The results highlight that an orders-of-
magnitude reduction in communication is possible with LOCO
as compared to ADMM, which we choose as a prominent
example of current approaches for distributed optimization.
For concreteness, our experiments focus our numeric results on
distributed linear programming, i.e., the case of linear NUM.
This is the NUM setting where one could expect LOCO to
perform the worst, given that linear functions are typically
the worst-case examples for online convex optimization algo-
rithms [31], [32].

A. Experimental setup

1) Problem Instances: For our first set of experiments, we
generate random synthetic instances of linear NUM. Let n =
m and define the constraint matrix A ∈ R(n×n) as follows.
Set Ãij = 1 with probability p and Ãij = 0 otherwise. Let
A = Ã + In to ensure each row of A has at least one non
zero entry.5 The vector c ∈ Rn is drawn i.i.d. from Unif[0, 1].
We set the minimum and maximum transmission rates to be
xi = 0 and x̄i = 1. Finally, for the rank function used by
LOCO we use a random permutation of the vertex IDs.6

For our second set of experiments, we use the real network
from the graph of Autonomous System (AS) relationships in
[59]. The graph has 8020 nodes and 36406 edges. In order to
interpret the graph in a NUM framework, we associate each
source with a path of links, ending at a destination node. To
do this, for each source i in the graph, we randomly select a
destination node ti which is at distance `i, sampled i.i.d. from
Unif[`− 0.5`, `+ 0.5`]. We repeat this for several values of `.
(The distance between two nodes is the length of the shortest
path between them.) Then, we designate the path Li to be the
set of links comprising the shortest path between the source
and the destination. The vectors c, x, and x̄ are chosen in the
same manner as for the synthetic networks.

2) Algorithm tuning: Our results focus on comparing
LOCO and ADMM. Running ADMM requires tuning four
parameters [48]. Unless otherwise specified, we set the relative
and absolute tolerances to be εrel = 10−4 and εabs = 10−2,

5Note that this matrix does not have constant sparsity; however this can
only increase the message complexity. Irregardless, it is possible to adapt the
theoretical results to hold for this data as well, using techniques from [38].

6For the purposes of our simulations, such a permutation can be efficiently
sampled, and guarantees perfect randomness. For larger n and m, it is possible
to use pseudo-randomness with almost no loss in message complexity [38].
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Fig. 2: Illustration of the number of messages required by
ADMM and LOCO for the synthetic data set with results
averaged over 50 trials. Plots (a) and (b) vary n while fixing
sparsity p = 10−4, showing the results in linear-scale and log-
scale respectively. Plots (c) and (d) fix n = 103 and vary the
sparsity p, showing the results in linear-scale and log-scale
respectively.

the penalty parameter to be ρ = 1, and the maximum number
of allowed iterations to be tmax = 10000. This is done to
provide the best performance for ADMM: the parameters
are tuned in the typical fashion to optimize ADMM [48].
Running LOCO requires tuning only one parameter: B, which
governs the worst-case guarantee for the online algorithm used
in step 2. A smaller B gives a “better guarantee”, however
some constraints may be violated. Setting B = 2 ln(1 + n)
provides the best worst-case guarantee, and is our choice in
the experiments unless stated otherwise. In fact, it is possible
to tune B (akin to tuning ADMM) to specific data, as the
constraints are often still satisfied for smaller B. In Figure
4 (c), we show the improvement in performance guarantee by
tuning B, while keeping the dual solution feasible.

3) Metrics: For our numeric results, we evaluate ADMM
and LOCO with respect to the quality of the solution provided
and the number of messages sent.

To assess the quality of the solution we measure the relative
error, which is defined as |p

∗−pLOCO|
|p∗| , where p∗ is the optimal

solution. For problem instances of small dimension, one can
run an interior point method to check the optimal solution,
but this is too tedious for large problem sizes. In the large
dimension cases we consider, we regard p∗ to be ADMM’s
solution with small tolerances, such that the maximum number
of allowed iterations is never needed. Note that the relative
error is an empirical, normalized version of the approximation
ratio for a given instance.

To measure the number of messages used by each of
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Fig. 3: Illustration of the number of messages required by
ADMM and LOCO for the real network data with n = 8020
and various average path lengths L(i).

the algorithms, we consider the following. For a distributed
implementation of ADMM, two sets of n variables are updated
on separate processors and reported to a central controller
which updates another variable (see [48, Chapter 7.1]). The
number of messages for a run of ADMM is twice the number
of sources in the NUM problem, multiplied by the number of
iterations required by ADMM. LOCO needs to use commu-
nication only to construct the query set; running the online
algorithm does not require any communication. Therefore, the
number of messages is proportional to the number of edges
with at least one endpoint in the query set (this is the number
of edges we need to send information over in order to construct
the query set, see e.g., [38] for more details). We note that the
number of messages depends both on the network topology
and the realization of the ranking function.

B. Experimental Results

We now describe our empirical comparison of the perfor-
mance of LOCO with ADMM.

Our first set of experiments investigates the communication
used by ADMM and LOCO, i.e., the number of messages
required. Figure 2 highlights that LOCO requires considerably
fewer messages than ADMM, across both small and large
n and varying levels of sparsity. More specifically, the fig-
ure shows that both the average and maximum amount of
communication needed to answer a query about a specific
piece of the solution under LOCO (LOCO Avg and LOCO
Max respectively) are substantially lower than for ADMM.
Further, even answering every query (LOCO Tot) requires only
the same order of magnitude as ADMM. The figure includes
ADMM with a tolerance εrel of 10−4 (ADMM 1) and 10−3

(ADMM 2). Even with suboptimal tolerance, which results
in fewer iterations, ADMM still requires orders of magnitude
more communication than LOCO.

Figure 3 shows the same qualitative behavior in the case of
the real network data. In particular, the number of messages
used is shown as a function of the average length of paths
in the AS topology. We see that LOCO greatly outperforms
ADMM for all tested average path lengths.

The improvement achieved by LOCO is possible because
the size of the query sets used are small compared to the
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Fig. 4: Comparison of the relative error and the number of messages required by LOCO and ADMM. Plots (a) and (b) show
the Pareto optimal curve for ADMM with a range of relative tolerances εrel ∈ {10−4, 10−1}. Plot (c) depicts how tuning B
effects the relative error. The right most point corresponds to B = 2 ln(1 + n).

number of sources. When n = 103, as in Figure 2, the number
of nodes in the largest query set (over all trials) was 60.

We note that the improvement in the amount of communi-
cation is achieved at a cost: LOCO does not precisely solve
the optimization, it only approximates the solution. When B
is set to its worst-case guarantee (Figure 2), the relative error
of LOCO ranges from 0.29 to 0.34.

Next we explore the tradeoff between message complexity
and relative error. Figures 4 (a) and (b) illustrate the Pareto
optimal frontier for ADMM: the minimal messages needed
in order to obtain a particular relative error. We tune the
parameters of ADMM and LOCO such that the algorithms
have comparable relative error while LOCO Tot and ADMM
require about the same number of messages. Unlike ADMM,
LOCO cannot trade off the number of messages used with
the relative error; LOCO corresponds to a single point in the
figures. This point is outside the Pareto frontier of ADMM.
Figure 4 (c) illustrates the impact of tuning B. Similarly to
ADMM, tuning B can significantly improve the relative error;
unlike ADMM, tuning B does not affect the communication
complexity.

V. CONCLUDING REMARKS

We introduced a new, fundamentally different approach for
distributed optimization based on techniques from the field
of local computation algorithms. In particular, we designed a
generic algorithm, LOCO, that constructs small neighborhoods
and simulates an online algorithm on them. Due to the fact
that LOCO is local, it has several advantages over existing
methods for distributed optimization. In particular, it is more
robust to network failures, communication lag, and changes
in the system. To illustrate the benefits of LOCO we consid-
ered throughput maximization. The improvements of LOCO
over ADMM in terms of communication in this setting are
significant.

We view this paper as a first step toward the investigation of
local computation algorithms for distributed optimization. In
future work, we intend to continue to study the performance
of LOCO in more general network optimization problems.
Further, it would be interesting to apply other techniques from
the field of local computation algorithms to develop algorithms

for other settings in which distributed computing is useful,
such as power systems and machine learning.
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APPENDIX

A. Pseudocode for General Online Fractional Packing

The following pseudocode is replicated from [56]. Con-
straints arrive in some order. During the ith round, the packing
variable xi and all the covering variables are increased. The
minimum xi is found such that the covering constraints are
satisfied.

Instead of increasing xi continuously, one can perform a
binary search over possible values of xi. For each candidate
xi, a corresponding new value of y ∈ Rn is computed and the
covering constraints are checked for feasibility. If feasible, y
is accepted, and xi will be increased in the next round of the
binary search. If infeasible, y is rejected, and the value of xi
will be decreased in the next round of the search.



Algorithm 2: General Online Fractional Packing
Input: A ∈ Rm×n, f ∈ Rn
Output: x, y
Initialize x = 0m, y = 0n

for i = 1...m do
for j = 1...n do

aj(max)← maxik=1{akj}
while

∑n
j=1 aijyj < 1 do

Increase xi continuously
for j = 1...n do

δ = exp( B
2fi

∑i
k=1 akjxk)− 1

yj = max
{
yj ,

1
naj(max)δ

}

B. ADMM

In our numerical results we compare LOCO to ADMM in
the case of linear NUM. For completeness, we describe the
application of ADMM to that setting here.

To apply ADMM, we first absorb the inequality constraint
x ≤ x̄ into the inequality A′′x ≤ c′ by letting A′′ =

[
A, I

]T
and c′ =

[
c, x̄
]T

, where this notation indicates a stack of
vectors. We introduce a slack variable s ≥ 0 such that the
inequality constraint becomes A′′x+s = c′. Let x′ =

[
x, s
]T
,

A′ = [A′′ I] and b =
[
1m,0m

]T
. We can now write the

problem in standard ADMM form,

min
x′,z

g(x′) + h(z)

s.t. x′ − z = 0

where g = (x− x)+ is the indicator function associated with
the constraints x ≤ x and h(z′) = −bT z where dom h =
{z|A′z = c′}.

Writing down the scaled augmented Lagrangian
Lρ(x

′, z, u) = g(x′) + h(z) + uT (z − x′) + ρ
2‖x

′ − z‖2, we
can see that all the update steps have closed form solution
(see [48, Chapter 5.2]). The updates become:

x′k+1 = (zk+1 + uk − x)+

zk+1 =

[
ρI A′T

A′ 0

]−1 [
ρ(x′k − uk)− b

c′

]
uk+1 = uk + (x′k+1 − zk+1)

The solution to the NUM problem is recovered from the
first n entries of x′.

C. Proof of Lemma 3

We denote the set {0, 1, . . . , n} by [n]. Logarithms are base
e. Let G = (V,E) be a graph. For any vertex set S ⊆ V ,
denote by N(S) the set of vertices that are not in S but are
neighbors of some vertex in S: N(S) = {N(v) : v ∈ S} \ S.
The length of a path is the number of edges it contains. For

a set S ⊆ V and a function f : V → N, we use S ∩ f−1(i)
to denote the set {v ∈ S : f(v) = i}.

Let G = (V,E) be a graph, and let f : V → N be
some function on the vertices. An adaptive vertex exposure
procedure A is one that does not know f a priori. A is
given a vertex v ∈ V and f(v); A iteratively adds vertices
from V \ S to S: for every vertex u that A adds to S, f(u)
is revealed immediately after u is added. Let St denote S
after the addition of the tth vertex. The following is a simple
concentration bound whose proof is given for completeness.

Lemma 6. Let G = (V,E) be a graph, let Q > 0 be some
constant, let γ = 15Q, and let f : V → [Q] be a function
chosen uniformly at random from all such possible functions.
Let A be an adaptive vertex exposure procedure that is given a
vertex v ∈ V . Then, for any q ∈ [Q], the probability that there
is some t, γ logm ≤ t ≤ m for which |St ∩ f−1(q)| > 2|St|

Q

is at most 1
m4 .

Proof. Let vj be the jth vertex added to S by A, and let Xj

be the indicator variable whose value is 1 iff f(vj) = q. For

any t ≤ m, E

 t∑
j=1

Xj

 = t
Q . As Xi and Xj are independent

for all i 6= j, by the Chernoff bound, for γ logm ≤ t ≤ m,

Pr

 t∑
j=1

Xj >
2t

Q

 ≤ e−t3Q ≤ e−5 logm.

A union bound over all possible values of t : γ logm ≤ t ≤ m
completes the proof.

Let r : V → [0, 1] be a function chosen uniformly at random
from all such possible functions. Partition [0, 1] into Q = 4(d+
1) segments of equal measure, I1, . . . , IQ. For every v ∈ V ,
set f(v) = q if r(v) ∈ Iq (f is a quantization of r).

Consider the following method of generating two sets of
vertices: T and R, where T ⊆ R. For some vertex v, set T =
R = {v}. Continue inductively: choose some vertex w ∈ T ,
add all N(w) to R and compute f(u) for all u ∈ N(w). Add
the vertices u such that u ∈ N(w) and f(u) ≥ f(w) to T . The
process ends when no more vertices can be added to T . T is
the query set with respect to f , hence |T | is an upper bound
on the size of the actual query set (i.e., the query set with
respect to r). However, it is difficult to reason about the size
of T directly, as the ranks of its vertices are not independent.
The ranks of the vertices in R, though, are independent, as R
is generated by an adaptive vertex exposure procedure. R is a
superset of T that includes T and its boundary, hence |R| is
also an upper bound on the size of the query set.

We now define Q + 1 “layers” - T≤0, . . . , T≤Q: T≤q =
T ∩

⋃q
i=0 f

−1(i). That is, T≤q is the set of vertices in T
whose rank is at most q. (The range of f is [Q], hence T≤0
will be empty, but we include it to simplify the proof.)



Claim 7. Set Q = 4(d + 1), γ = 15Q. Assume without loss
of generality that f(v) = 0. Then for all 0 ≤ i ≤ Q− 1,

Pr[|T≤i| ≤ 2iγ logm ∧ |T≤i+1| ≥ 2i+1γ logm] ≤ 1

m4
.

Proof. For all 0 ≤ i ≤ Q, let R≤i = T≤i∪N(T≤i). Note that

R≤i ∩ f−1(i) = T≤i ∩ f−1(i), (1)

because if there had been some u ∈ N(T≤i), f(u) = i, u
would have been added to T≤i.

Note that |T≤i| ≤ 2iγ logm ∧ |T≤i+1| ≥ 2i+1γ logm
implies that

|T≤i+1 ∩ f−1(i+ 1)| > |T≤i+1|
2

. (2)

In other words, the majority of vertices v ∈ T≤i+1 must
have f(v) = i+ 1.

Given |T≤i+1| > 2i+1γ logm, it holds that |R≤i+1| >
2i+1γ logm because T≤i+1 ⊆ R≤i+1. Furthermore, R≤i+1

was constructed by an adaptive vertex exposure procedure
and so the conditions of Lemma ?? hold for R≤i+1. From
Equations (??) and (??) we get

Pr[|T≤i| ≤ 2iγ logm ∧ |T≤i+1| ≥ 2i+1γ logm]

≤ Pr

[∣∣R≤i+1 ∩ f−1(i+ 1)
∣∣ > |T≤i+1|

2

]
≤ Pr

[∣∣R≤i+1 ∩ f−1(i+ 1)
∣∣ > 2 |R≤i+1|

Q

]
≤ 1

m4
,

where the second inequality is because |R≤i+1| ≤ (d +
1)|T≤i+1|, as G’s degree is at most d; the last inequality is
due to Lemma ??.

Lemma 8. Set Q = 4(d+1). Let G = (V,E) be a graph with
degree bounded by d, where |V | = m. For any vertex v ∈ G,
Pr
[
Tv > 2Q · 15Q logm

]
< 1

m3 .

Proof. To prove Lemma ??, we need to show that, for γ =
15Q,

Pr[|T≤Q| > 2Lγ logm] <
1

m3
.

We show that for 0 ≤ i ≤ Q,Pr[|T≤i| > 2iγ logm] < i
m4 ,

by induction. For the base of the induction, |S0| = 1, and the
claim holds. For the inductive step, assume that Pr[|T≤i| >
2iγ logm] < i

m4 . Then, denoting by X the event |T≤i| >
2iγ logm and by X̄ the event |T≤i| ≤ 2iγ logm,

Pr[|T≤i+1| > 2i+1γ logm]

= Pr[|T≤i+1| > 2i+1γ logm : X] Pr[X]

+ Pr[|T≤i+1| > 2i+1γ logm : X̄] Pr[X̄].

From the inductive step and Claim ??, using the union bound,
the lemma follows.

Applying a union bound over all the vertices gives the size

of each query set is O(logm) with probability at least 1 −
1/m2, completing the proof of Lemma 3.


